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# What’s the difference between Association, Aggregation and Composition?

* **Association**
  + In Object-oriented programming, one object is related to other to use functionality and service provided by that object.
  + This relationship between two object is known as association
  + Both Composition and Aggregation are form of association between two objects, but there is subtle difference between composition and aggregation
  + In UML notation, association is denoted by a simple arrow
* **Composition**
  + Association between two objects as composition, when one class owns other class and other class cannot meaningfully exists, when it's owner destroyed
  + For example Human class is composition of several body parts including Hand, Leg and Heart.
  + When human object dies, all it's body part ceased to exist meaningfully, this is one example of Composition
  + Composition is also very much preferred in object oriented design over inheritance
  + Composition represent strongest form of relationship and association being the most general form.
  + We can use final keyword to represent Composition.
  + Since in Composition, Owner object expect part object to be available and functions, by making it final, your provide guarantee that, when Owner will be created, this part object will exist
  + If one object is part-of another object e.g. Engine is part of Car, then association or relationship between them is Composition.
  + In UML notation, composition is denoted by a filled diamond
* **Example**

public class Car {

private String make;

private int year;

private final Engine engine;

public Car(String make, int year, int engineCapacity, int engineSerialNumber) {

this.make=make;

this.year=year;

// we create the engine using parameters passed in Car constructor

// only the Car instance has access to the engine instance

// when Car instance is garbage collected, the engine instance is garbage collected too

engine = new Engine(engineCapacity, engineSerialNumber);

}

public String getMake() {

return make;

}

public int getYear() {

return year;

}

public int getEngineSerialNumber() {

return engine.getEngineSerialNumber();

}

public int getEngineCapacity() {

return engine.getEngineCapacity();

}

}

public class Engine {

private int engineCapacity;

private int engineSerialNumber;

public Engine(int engineCapacity, int engineSerialNumber) {

this.engineCapacity = engineCapacity;

this.engineSerialNumber = engineSerialNumber;

}

public int getEngineCapacity() {

return engineCapacity;

}

public int getEngineSerialNumber() {

return engineSerialNumber;

}

}

* **Aggregation**
  + While an association is known as aggregation when one object uses other object.
  + While in case of Aggregation, including object can exists without being part of main object
  + For example a Player which is part of a Team, can exists without team and can become part of other teams as well
  + Aggregation is a lighter form of Composition, where sub-part object can meaningfully exits without main objects.
  + On the other hand if one object just has another object e.g. Car has driver than it's Aggregation.
  + In UML notation, aggregation is denoted by an empty diamond
  + Example

public class Car {

private String make;

private int year;

private Engine engine;

public Car(String make, int year, Engine engine) {

this.make = make;

this.year = year;

// the engine object is created outside and is passed as argument to Car constructor

// When this Car object is destroyed, the engine is still available to objects other than Car

// If the instance of Car is garbage collected the associated instance of Engine may not be garbage collected (if it is still referenced by other objects)

this.engine = engine;

}

public String getMake() {

return make;

}

public int getYear() {

return year;

}

public Engine getEngine() {

return engine;

}

}

Class Diagram:
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# What’s polymorphism in Java?

* + Polymorphism is the ability to create a variable, a function, or an object that has more than one form.
  + Polymorphism is the ability by which, we can create functions or reference variables, which behaves differently in different programmatic context.
  + Polymorphism is one of the major building blocks of object oriented programming along with inheritance, abstraction and encapsulation.
  + An example of polymorphism is referring the instance of subclass, with reference variable of super-class

Object o = new Object(); //o can hold the reference of any subtype

Object o = new String();

Object o = new Integer();

* + Here, String is subclass of Object class. This is basic example of polymorphism.
  + In java language, polymorphism is essentially considered into two versions.
    - Compile time polymorphism (static binding or method overloading)
    - Runtime polymorphism (dynamic binding or method overriding)
  + Compile time polymorphism (static binding or method overloading)
    - This is used to write the program in such a way, that flow of control is decided in compile time itself.
    - It is achieved using method overloading.
  + In method overloading, an object can have two or more methods with same name, BUT, with their method parameters different.
  + These parameters may be different on two bases:
    - Parameter type
    - Parameter count

# What are advantages of JMS?

* + Asynchronous communications :
    - An application need to notify another that an event has occurred with no need to wait for a response.
  + Reliability:
    - Ensure once-and-only-once message delivery. With your DB approach you have to "reinvent the wheel", specially if you have several clients reading the messages.
  + Loose coupling:
    - Not all systems can communicate using a database. So JMS is pretty good to be used in heterogeneous environments with decoupled systems that can communicate over system boundaries.
    - It is an implementation to handle the [Producer-consumer problem](https://en.wikipedia.org/wiki/Producer%E2%80%93consumer_problem).

# What’s Abstraction?

* Abstraction is a way to segregate implementation from an interface
* Abstraction in Java is achieved by using interface and abstract class in Java.
* An interface or abstract class is something which is not concrete, something which is incomplete.
* In order to use interface or abstract class, we need to extend and implement an abstract method with concrete behavior.
* One example of Abstraction is creating interface to denote common behavior without specifying any details about how that behavior works e.g. You create an interface called Server which has the start() and stop() method.
* This is called abstraction of Server because every server should have a way to start and stop and details may differ.
* **Abstraction Using abstract class**
  + Java has a concept of abstract classes, abstract method but a variable cannot be abstract in Java.
  + An abstract method in Java doesn't have the body, it's just a declaration. In order to use an abstract method, you need to override that method in sub class.
  + When you know something needs to be there but not sure how exactly it should look like. E.g. when I am creating a class called Vehicle, I know there should be methods like start () and stop () but don't know how that start and stop method should work, because every vehicle can have different start and stop mechanism e.g. some can be started by kicking or some can be by pressing buttons
  + So the implementation of those start() and stop() methods should be left to their concrete implementation e.g. Scooter, MotorBike , Car etc
  + In Java, you cannot create an instance of the abstract class using the new operator, its compiler error. Though abstract class can have a constructor.
  + Abstract is a keyword in Java, which can be used with both class and method.
  + A class automatically becomes abstract class when any of its methods declared as abstract.
  + If a class extends an abstract class or interface it has to provide implementation to all its abstract method to be a concrete class. Alternatively, this class can also be abstract.
* **Abstraction Using Interface**
  + In Java Interface is an another way of providing abstraction, Interfaces are by default abstract and only contains public, static, final constant or abstract methods.
  + It's very common interview question is that where should we use abstract class and where should we use Java Interfaces in my view this is important to understand to design better Java application, you can go for java interface if you only know the name of methods your class should have e.g. for Server it should have start () and stop () method but we don't know how exactly these start and stop method will work.
  + If you know some of the behavior while designing class and that would remain common across all subclasses add that into an abstract class.
  + An interface like Runnable interface is a good example of abstraction in Java which is used to abstract task executed by multiple threads. Callable is another good abstract of a task which can return value

# Difference between Abstract class and interface?

* Abstraction is a way to segregate implementation from an interface

# What’s Encapsulation?

* Abstraction is a way to segregate implementation from an interface

# Difference between Domain model and Data model?

## Domain Model

* + A domain model is generally implemented as an **object model** within a layer that uses a lower-level layer for persistence and "publishes" an API to a higher-level layer to gain access to the data and behavior of the model.
  + In the Unified Modeling Language (UML), a **class diagram** is used to represent the domain model.

## 2. Data Model

* + Data models define how the **logical structure** of a database is modeled. Data Models are fundamental entities to introduce abstraction in a DBMS. Data models define how data is **connected** to each other and how they are **processed and stored** inside the system.
  + The very first data model could be **flat data-models**, where all the data used are to be kept in the same plane. Earlier data models were not so scientific, hence they were prone to introduce lots of duplication and update anomalies

# What is Micro services Architecture?

* Micro services is a way of breaking large software projects into smaller, independent, and loosely coupled modules.
* Individual modules are responsible for highly defined and discrete tasks and communicate with other modules through simple, universally accessible APIs.
* The microservice architectural style is an approach to developing a single application as a suite of small services, each running in its own process and communicating with lightweight mechanisms, often an HTTP resource API. These services are built around business capabilities and independently deployable by fully automated deployment machinery.
* Microservices came about to help solve the frustrations developers were having with large applications that require change cycles to be tied together. In a monolithic application, any small change or update required building and deploying an entirely new application. This inevitably means any application development entails a certain amount of planning, preparation, time and, potentially, money.
* Microservices, on the other hand, require little of centralized management. Microservices applications are independently deployable and scalable. They enhance business capabilities with less planning and production than monoliths.
* In a microservices architecture, each service runs a unique process and usually manages its own database

## Advantages:

* + Are easily deployed.
  + Require less production time.
  + Can scale quickly.
  + Can be reused among different projects.
  + Work well with containers, such as Docker.
  + Complement cloud activities.

## Disadvantages:

* + Potentially too granular
  + Latency during heavy use
  + Testing can be complex

# What are the methods in Object class?

* equals (Object obj)
  + Checks whether the obj object is equal to the object on which the equals method is called .
* hashCode()
  + hashCode() is used for the HashTable . It returns the hash value of the object.
* getClass()
  + It returns the runtime class object .
* clone()
  + It creates and returns the copy of the object .
* notify()
  + It will wake up the thread waiting for the objects monitor.
* notifyAll()
  + It will wakes up all the thread that are waiting for the objects monitor .
* toString()
  + It will return the string representation of the object .
* wait()
  + This method causes the current thread to place itself in the wait set for this object and then to relinquish any and all synchronization claims on this object

# How cloning method works in Java?

* The clone() is a tricky method from java.lang.Object class, which is used to create a copy of an Object in Java.
* An object which is returned by the clone() method is known as a clone of original instance.
* A clone object should follow basic characteristics e.g. a.clone() != a, which means original and clone are two separate object in Java heap, a.clone().getClass() == a.getClass() and clone.equals(a), which means clone is exact copy of original object.
* java.lang.Object provides default implementation of clone() method in Java. It's declared as protected and native in Object class, so implemented in native code. Since its convention to return clone() of an object by calling super.clone() method, any cloning process eventually reaches to java.lang.Object clone() method.
* This method, first checks if the corresponding object implements Cloneable interface, which is a marker interface. If that instance doesn't implement Cloneable then it throws CloneNotSupportedException in Java, a checked exception, which is always required to be handled while cloning an object.
* If an object passes this check, than java.lang.Object's clone() method creates a shallow copy of the object and returned it to the caller.
* Since Object class' clone() method creates copy by creating new instance, and then copying field-by-field, similar to assignment operator, it's fine for primitives and Immutable object, but not suited if your class contains some mutable data structure e.g. Collection classes like ArrayList or arrays.
* In that case, both original object and copy of the object will point to the same object in the heap. You can prevent this by using the technique known as deep cloning, on which each mutable field is cloned separately. In short, here is how clone method works in Java:
* Any class calls clone() method on an instance, which implements Cloneable and overrides protected clone() method from Object class, to create a copy.
* Call to clone() method on Rectangle is delegated to super.clone(), which can be a custom superclass or by default java.lang.Object
* Eventually, call reaches to java.lang.Object's clone() method, which verify if the corresponding instance implements Cloneable interface, if not then it throws CloneNotSupportedException, otherwise it creates a field-by-field copy of the instance of that class and returned to the caller.
* Example

**import** **org.apache.log4j.Logger**;

/\*\*

  \* Simple example of overriding clone() method in Java to understand How Cloning of

  \* Object works in Java.

  \*

  \* @author

 \*/

**public** **class** **JavaCloneTest** {

**private** **static** **final** Logger logger = Logger.getLogger(JavaCloneTest.class);

**public** **static** **void** **main**(String args[]) {

        Rectangle rec = **new** Rectangle(**30**, **60**);

        logger.info(rec);

        Rectangle copy = **null**;

**try** {

            logger.info("Creating Copy of this object using Clone method");

            copy = rec.clone();

            logger.info("Copy " + copy);

        } **catch** (CloneNotSupportedException ex) {

            logger.debug("Cloning is not supported for this object");

        }

        //testing properties of object returned by clone method in Java

        logger.info("copy != rec : " + (copy != rec));

        logger.info("copy.getClass() == rec.getClass() : " + (copy.getClass() == rec.getClass()));

        logger.info("copy.equals(rec) : " + copy.equals(rec));

        //Updating fields in original object

        rec.setHeight(**100**);

        rec.setWidth(**45**);

        logger.info("Original object :" + rec);

        logger.info("Clonned object  :" + copy);

    }

}

**public** **class** **Rectangle** **implements** Cloneable{

**private** **int** width;

**private** **int** height;

**public** **Rectangle**(**int** w, **int** h){

        width = w;

        height = h;

    }

**public** **void** **setHeight**(**int** height) {

**this**.height = height;

    }

**public** **void** **setWidth**(**int** width) {

**this**.width = width;

    }

**public** **int** **area**(){

**return** widthheight;

    }

    @Override

**public** String **toString**(){

**return** String.format("Rectangle [width: %d, height: %d, area: %d]", width, height, area());

    }

    @Override

**protected** Rectangle **clone**() **throws** CloneNotSupportedException {

**return** (Rectangle) **super**.clone();

    }

    @Override

**public** **boolean** **equals**(Object obj) {

**if** (obj == **null**) {

**return** **false**;

        }

**if** (getClass() != obj.getClass()) {

**return** **false**;

        }

**final** Rectangle other = (Rectangle) obj;

**if** (**this**.width != other.width) {

**return** **false**;

        }

**if** (**this**.height != other.height) {

**return** **false**;

        }

**return** **true**;

    }

    @Override

**public** **int** **hashCode**() {

**int** hash = **7**;

        hash = **47**  hash + **this**.width;

        hash = **47**  hash + **this**.height;

**return** hash;

    }

}

*Output:*

**2013**-**05**-**20** **23**:**46**:**58**,**882** **0**    [main] INFO  JavaCloneTest  - Rectangle [*width:* **30**, *height:* **60**, *area:* **1800**]

**2013**-**05**-**20** **23**:**46**:**58**,**882** **0**    [main] INFO  JavaCloneTest  - Creating Copy of **this** object using Clone method

**2013**-**05**-**20** **23**:**46**:**58**,**882** **0**    [main] INFO  JavaCloneTest  - Copy Rectangle [*width:* **30**, *height:* **60**, *area:* **1800**]

**2013**-**05**-**20** **23**:**46**:**58**,**882** **0**    [main] INFO  JavaCloneTest  - copy != rec : **true**

**2013**-**05**-**20** **23**:**46**:**58**,**882** **0**    [main] INFO  JavaCloneTest  - copy.getClass() == rec.getClass() : **true**

**2013**-**05**-**20** **23**:**46**:**58**,**882** **0**    [main] INFO  JavaCloneTest  - copy.equals(rec) : **true**

**2013**-**05**-**20** **23**:**46**:**58**,**882** **0**    [main] INFO  JavaCloneTest  - Original object :Rectangle [*width:* **45**, *height:* **100**, *area:* **4500**]

**2013**-**05**-**20** **23**:**46**:**58**,**882** **0**    [main] INFO  JavaCloneTest  - Cloned object  :Rectangle [*width:* **30**, *height:* **60**, *area:* **1800**]

**Example for Deep Cloning with Mutable field**

* Since default implementation of clone() method only does shallow copy of objects, it can create issue, if original object contains mutable object or Collection classes.
* In our example, we have a class called Programmer, with String name, int age and List of Certifications.
* When we override clone() method inside Programmer class, we need to explicitly take care of this List, otherwise, both original and cloned object will point to same Collection in Java heap, which means, any change e.g. adding a new Certification in original object will also reflect in cloned object or vice-versa.
* Since an object should be independent of its clone, we need to fix this issue by applying deep cloning techniques.
* To fix this, we reassign certification fields of clone object by explicitly copying data, as shown in following line :

clone.certifications = new ArrayList(certifications); //deep copying

* **Example**

import java.util.ArrayList;

import java.util.List;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

/\*

\* Java program to show how to override clone method for deep copying.

\* This example includes a mutable filed in class to be cloned to show how you deal with

\* practical classes which contains both immutable and mutable fields.

\*

\*/

public class CloneTest {

private static final Logger logger = LoggerFactory.getLogger(Cloneclass);

public static void main(String args[]) {

Programmer javaguru = new Programmer("John", 31);

javaguru.addCertificates("OCPJP");

javaguru.addCertificates("OCMJD");

javaguru.addCertificates("PMP");

javaguru.addCertificates("CISM");

logger.debug("Real Java Guru : {}", javaguru);

Programmer clone = javaguru.clone();

logger.debug("Clone of Java Guru : {}", clone);

//let's add another certification to java guru

javaguru.addCertificates("Oracle DBA");

logger.debug("Real Java Guru : {}", javaguru);

logger.debug("Clone of Java Guru : {}", clone);

}

}

class Programmer implements Cloneable{

private static final Logger logger = LoggerFactory.getLogger(Programmer.class);

private String name;

private int age;

private List certifications ;

public Programmer(String name, int age) {

this.name = name;

this.age = age;

this.certifications = new ArrayList();

}

public int getAge() {

return age;

}

public void setAge(int age) {

this.age = age;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

public void addCertificates(String certs){

certifications.add(certs);

}

@Override

public String toString() {

return String.format("%s, %d, Certifications: %s", name, age, certifications.toString());

}

@Override

protected Programmer clone() {

Programmer clone = null;

try{

clone = (Programmer) super.clone();

clone.certifications = new ArrayList(certifications); //deep copying

}catch(CloneNotSupportedException cns){

logger.error("Error while cloning programmer", cns);

}

return clone;

}

}

Output of Shallow copying :

[main] DEBUG CloneTest - Real Java Guru : John, 31, Certifications: [OCPJP, OCMJD, PMP, CISM]

[main] DEBUG CloneTest - Clone of Java Guru : John, 31, Certifications: [OCPJP, OCMJD, PMP, CISM]

[main] DEBUG CloneTest - Real Java Guru : John, 31, Certifications: [OCPJP, OCMJD, PMP, CISM, Oracle DBA]

[main] DEBUG CloneTest - Clone of Java Guru : John, 31, Certifications: [OCPJP, OCMJD, PMP, CISM, Oracle DBA]

After deep copying collection:

[main] DEBUG CloneTest - Real Java Guru : John, 31, Certifications: [OCPJP, OCMJD, PMP, CISM]

[main] DEBUG CloneTest - Clone of Java Guru : John, 31, Certifications: [OCPJP, OCMJD, PMP, CISM]

[main] DEBUG CloneTest - Real Java Guru : John, 31, Certifications: [OCPJP, OCMJD, PMP, CISM, Oracle DBA]

[main] DEBUG CloneTest - Clone of Java Guru : John, 31, Certifications: [OCPJP, OCMJD, PMP, CISM]

* **Best Practices to follow while overriding clone method in Java**
  + Return Sub class from clone() method, instead of returning java.lang.Object
  + Use deep copy, if your class contains any mutable field.
  + Don't throw CloneNotSupportedException.

# Difference between Shallow and Deep Copy in Java?

* When we call Object.clone(), this method performs a shallow copy of object, by copying data field by field, and if we override this method and by convention first call super.clone(), and then modify some fields to "deep" copy, then we get deep copy of object. This modification is done to ensure that original and cloned object are independent to each other.
* In shallow copy main or parent object is copied, but they share same fields or children if fields are modified in one parent object other parent fields have automatic same changes occur, but in deep copy this is not the case.
* If our parent object contains only primitive value then shallow copy is good for making clone of any object because in new object value is copied but if parent object contains any other object then only reference value is copied in new parent object and both will point to same object so in that case according to our need we can go for deep copy.
* Deep copy is expensive as compare to shallow copy in terms of object creation, because it involves recursive copying of data from other mutable objects, which is part of original object.

# How garbage collection works internally in Java?

* All Java objects are always created on heap in java.
* What is GC (Garbage collection) process in java?
  + GC (Garbage collection) is the process by which JVM cleans objects (unused objects) from heap to reclaim heap space in java.
* What is Automatic Garbage Collection in JVM heap memory in java?
  + Automatic garbage collection is the process of Identifying objects which are in use in java heap memory and which objects are not in use in java heap memory and deleting the unused objects in java heap memory.
* How to identify objects which are in use in java heap memory?
  + Objects in use (or referenced objects) are those objects which is still needed by java program, some part of java program is still pointing to that object.
* Which objects are NOT in use in java heap memory?
  + Objects not in use (or unreferenced objects or unused objects) are those objects which is not needed by java program, no part of java program is pointing to that object. So, these unused objects can be cleaned in garbage collection process and memory used by an unreferenced object can be reclaimed.
* GC (Garbage collection) process automatically clears objects from heap to reclaim heap space. You just need to specify the type of garbage collector type you want to use at JVM startup.
* Gc (garbage collector) calls finalize method for garbage collection. Finalize method is called only once by garbage collector for an object in java.
* Daemon threads are low priority threads which runs intermittently in background for doing garbage collection (gc) in java.
* We can force early gc (garbage collection) in java by using following methods

System.gc();

Runtime.getRuntime().gc();

System.runFinalization();

Runtime.getRuntime().runFinalization();

* By calling these methods JVM runs the finalize () methods of any objects pending finalization i.e. objects which have been discarded but there finalize method is yet to be run. After finalize method is executed JVM reclaims space from all the discarded objects in java.
* Note: Calling these methods does not guarantee that it will immediately start performing garbage collection.
* Finalize method execution is not assured - We must not override finalize method to write some critical code of application because methods execution is not assured. Writing some critical code in finalize method and relying on it may make application to go horribly wrong in java.
* Dealing with OutOfMemoryError in java.
* WeakhashMap in java - java.util.WeakHashMap is hash table based implementation of the Map interface, with weak keys. An entry in a WeakHashMap will be automatically removed by garbage collector when its key is no longer in ordinary use.
* Object which is set explicitly set to null becomes eligible for gc (garbage collection) in java.
* Example 1

String s=”abc”; //s is currently not eligible for gc (garbage collection) in java.

s = null; //Now, s is currently eligible for gc (garbage collection) in java.

* Example 2

List list =new ArrayList(); //list is currently not eligible for gc (garbage collection).

list = null; //Now, list is currently eligible for gc (garbage collection).

* Difference in garbage collection in C/C++ and Java (Hint : In terms of memory allocation and deallocation of objects)?
  + In java garbage collection (memory allocation and deallocation of objects) is an automatic process.
  + But, In C and C++ memory allocation and deallocation of objects) is a manual process.
* All the variables declared inside block becomes eligible for gc (garbage collection) when we exit that block (As scope of those variable is only that block) in java.
* Example of garbage collection while using block in java -

**class** MyClass {

**public** **static** **void** main(String[] args) {

**boolean** var = **false**;

**if** (var) { // begin block 1

**int x = 1; // x is declared inside block**

                 //..........

                 //code inside block...

                 //..........

          } // end block 1 //And **now x is eligible for gc (garbage collection)**

**else** { // begin block 2

**int** y = 1;

                 //..........

                 //code inside block...

                 //..........

          } // end block 2 //And **now y is eligible for gc (garbage collection)**

   }

}

* **Terms frequently used in Garbage Collection (GC) in java**
* What is Throughput in gc(garbage collection) in java ?
  + In short, Throughput is the time not spent in garbage collection (GC) ( in percent).
  + Throughput focuses on maximizing the amount of work by an application in a specific period of time.
  + Examples of how throughput might be measured include
    - The number of transactions completed in a given time.
    - The number of jobs that a batch program can complete in an hour.
    - The number of database queries that can be completed in an hour.
* What are pauses in gc(garbage collection) in java ?
  + Pauses is applications pauses i.e. when application doesn’t gives any response because of garbage collection (GC).
* **JVM Heap memory with diagram in java**
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* JVM Heap memory (Hotspot heap structure) in java consists of following elements
  + Young Generation
    - Eden,
    - S0 (Survivor space 0)
    - S1 (Survivor space 1)
  + Old Generation (Tenured)
  + Permanent Generation.
  + So, JVM Heap memory (Hotspot heap structure) is divided into three parts Young Generation, Old Generation (tenured) and Permanent Generation.
  + Young Generation is further divided into Eden, S0 (Survivor space 0) and S1 (Survivor space 1).
* **GARBAGE COLLECTION (Minor and major garbage collection) in JVM Heap memory (i.e. in young, old and permanent generation)**
* Young Generation (Minor garbage collection occurs in Young Generation)
  + New objects are allocated in Young generation.
  + Minor garbage collection occurs in Young Generation.
  + When minor garbage collection?
    - When the young generation fills up, this causes a minor garbage collection.
    - All the unreferenced (dead) objects are cleaned up from young generation.
  + When objects are moved from young to old generation in JVM heap?
    - Some of the objects which aren't cleaned up survive in young generation and gets aged. Eventually such objects are moved from young to old generation.
  + What is Stop the World Event?
    - Minor garbage collections are called Stop the World events.
    - All the non-daemon threads running in application are stopped during minor garbage collections (i.e. the application stops for while).
    - Daemon threads performs minor garbage collection. (Daemon threads are low priority threads which runs intermittently in background for doing garbage collection).
* Old Generation or (tenured generation) - (Major garbage collection occurs in Old Generation)
  + The Old Generation is used for storing the long surviving aged objects (Some of the objects which aren't cleaned up survive in young generation and gets aged. Eventually such objects are moved from young to old generation).
  + Major garbage collection occurs in Old Generation.
  + At what time (or what age) objects are moved from young to old generation in JVM heap?
    - There is some threshold set for young generation object and when that age is met, the object gets moved to the old generation during gc(garbage collection) in java.
  + What is major garbage collection in java?
    - When the old generation fills up, this causes a major garbage collection. Objects are cleaned up from old generation.
    - Major collection is much slower than minor garbage collection in jvm heap because it involves all live objects.
  + Major gc(garbage collections) in responsive applications in java?
    - Major garbage collections should be minimized for responsive applications because applications must not be stopped for long.
  + Optimizing Major gc(garbage collections) in responsive applications in java?
    - Selection of appropriate garbage collector for the old generation space affects the length of the “Stop the World” event for a major garbage collection.
* Permanent Generation or (Permgen) - (full garbage collection occurs in permanent generation in java).
  + Permanent generation Space contains metadata required by JVM to describe the classes and methods used in the application.
  + The permanent generation is included in a full garbage collection in java.
  + The permanent generation space is populated at runtime by JVM based on classes in use in the application.
  + The permanent generation space also contains Java SE library classes and methods in java.
  + JVM garbage collects those classes when classes are no longer required and space may be needed for other classes in java.
* **Most important VM (JVM) PARAMETERS in JVM Heap memory**
* -Xms : Xms is minimum heap size which is allocated at initialization of JVM.
  + Example: java -Xms512m MyJavaProgram
  + It will set the minimum heap size of JVM to 512 megabytes.
* -Xmx : Xmx is the maximum heap size that JVM can use.
  + Example: java -Xmx512m MyJavaProgram
  + It will set the maximum heap size of JVM to 512 megabytes.
* Young Generation(VM PARAMETERS for Young Generation)
  + -Xmn : -Xmn sets the size of young generation.
    - java -Xmn512m MyJavaProgram
  + -XX:NewRatio : NewRatio controls the size of young generation.
    - -XX:NewRatio=3 means that the ratio between the young and old/tenured generation is 1:3.
    - In other words, the combined size of the eden and survivor spaces will be one fourth of the total heap size.
  + -XX:NewSize - NewSize is minimum size of young generation which is allocated at initialization of JVM.
    - Note : If you have specified -XX:NewRatio than minimum size of the young generation is allocated automatically at initialization of JVM.
  + -XX:MaxNewSize - MaxNewSize is the maximum size of young generation that JVM can use.
  + -XX:SurvivorRatio : (for survivor space)
    - SurvivorRatio can be used to tune the size of the survivor spaces, but this is often not as important for performance
* Old Generation (tenured) - (VM PARAMETERS for Old Generation)
  + -XX:NewRatio : NewRatio controls the size of young and old generation.
* Permanent Generation (VM PARAMETERS for Permanent Generation)
  + -XX:PermSize: It’s is initial value of Permanent Space which is allocated at startup of JVM.
* **Different Garbage collectors in detail**
* **Serial collector / Serial GC**
  + Serial collector is also called Serial GC (Garbage collector) in java.
  + Serial GC (Garbage collector) is rarely used in java
  + Serial GC (Garbage collector) is designed for the single threaded environments in java.
  + In Serial GC (Garbage collector) , both minor and major garbage collections are done serially by one thread (using a single virtual CPU) in java.
  + Serial GC (Garbage collector) uses a mark-compact collection method. This method moves older memory to the beginning of the heap so that new memory allocations are made into a single continuous chunk of memory at the end of the heap. This compacting of memory makes it faster to allocate new chunks of memory to the heap in java.
  + The serial garbage collector is the default for client style machines in Java SE 5 and 6**.**
  + When to Use the Serial GC (garbage Collector) in java ?
    - The Serial GC is the garbage collector of choice for most applications that do not have low pause time requirements and run on client-style machines. It takes advantage of only a single virtual processor for garbage collection work in java.
    - Serial GC (garbage collector) is also popular in environments where a high number of JVMs are run on the same machine. In such environments when a JVM does a garbage collection it is better to use only one processor to minimize the interference on the remaining JVMs in java.
  + Vm (JVM) option for enabling serial GC (garbage Collector) in java?
    - -XX:+UseSerialGC
    - Example of Passing Serial GC in Command Line for starting jar
    - java -Xms256m -Xmx512m -XX:+UseSerialGC -jar d:\MyJar.jar
* **Throughput GC (Garbage collector) or Parallel collector in java**
  + Throughput garbage collector is the default garbage collector for JVM in java.
  + Throughput garbage collector uses multiple threads to execute a minor collection and so reduces the serial execution time of the application in java.
  + The throughput garbage collector is similar to the serial garbage collector but uses multiple threads to do the minor collection in java.
  + This garbage collector uses a parallel version of the young generation garbage collector in java.
  + The tenured generation collector is the same as the serial garbage collector in java.
  + When to Use the Throughput GC (Garbage collector) in java ?
    - The Throughput garbage collector should be used when application can afford low pauses in java.
    - And application is running on host with multiple CPU’s (to derive advantage of using multiple threads for garbage collection) in java.
  + Vm (JVM) option for enabling throughput GC (Garbage collector) in java?
    - -XX:+UseParallelGC
    - Example of using throughput collector in Command Line for starting jar
    - java -Xms256m -Xms512m -XX:+UseParallelGC -jar d:\MyJar.jar
  + With this Vm (JVM) option you get a
    - Multi-threaded young generation garbage collector in java,
    - single-threaded old generation garbage collector in java and
    - Single-threaded compaction of old generation in java.
  + Vm (JVM) option for enabling throughput collector with n number of threads in java?
    - -XX:ParallelGCThreads=<numberOfThreads>
* **Incremental low pause garbage collector (train low pause garbage collector) in java**
  + Incremental low pause garbage collector is not used these days in java. Incremental low pause collector was used in Java 4.
* **Concurrent Mark Sweep (CMS) Collector / concurrent low pause collector in java**
  + Concurrent Mark Sweep (CMS) collector collects the old/tenured generation in java.
  + Concurrent Mark Sweep (CMS) Collector minimize the pauses by doing most of the garbage collection work concurrently with the application threads in java.
  + Concurrent Mark Sweep (CMS) Collector on live objects?
    - Concurrent Mark Sweep (CMS) Collector does not copy or compact the live objects. A garbage collection is done without moving the live objects. If fragmentation becomes a problem, allocate a larger heap in java.
  + When to Use the Concurrent Low Pause Collector in java?
    - Concurrent Low Pause Collector should be used if your applications that require low garbage collection pause times in java.
    - Concurrent Low Pause Collector should be used when your application can afford to share processor resources with the garbage collector while the application is running in java.
    - Concurrent Low Pause Collector is beneficial to applications which have a relatively large set of long-lived data (a large tenured generation) and run on machines with two or more processors in java
  + Examples when to use Concurrent Mark Sweep (CMS) collector / concurrent low pause collector should be used for ?
    - Example 1 - Desktop UI application that respond to events,
    - Example 2 - Web server responding to a request and
    - Example 3 - Database responding to queries.
  + Vm (JVM) option for enabling Concurrent Mark Sweep (CMS) Collector in java?
    - -XX:+UseConcMarkSweepGC
    - Example of using Concurrent Mark Sweep (CMS) collector / concurrent low pause collector in Command Line for starting jar
    - java -Xms256m -Xms512m -XX:+UseConcMarkSweepGC -jar d:\MyJar.jar
  + Heap Structure for CMS garbage Collector?
    - CMS garbage collectors divides heap into three sections: young generation, old generation, and permanent generation of a fixed memory size.
    - Young Generation is further divided into Eden, S0 (Survivor space 0) and S1 (Survivor space 1).
  + Detailed Steps in GC (garbage collection) cycle in Concurrent Mark Sweep (CMS) Collector / concurrent low pause garbage collector in java?
    - **Young Generation GC (garbage Collection) in java**
      * Live objects are copied from the Eden space and survivor space to the other survivor space.
      * Any older objects that have reached their aging threshold are promoted to old generation
    - **After Young generation GC (garbage Collection) in java**
      * After a young GC, the Eden space and one of the survivor spaces is cleared.
      * Promoted objects (older objects that have reached their aging threshold in young GC) are available in old generation.
    - **Old Generation GC (garbage Collection) with CMS in java**
      * Initial mark phase - (First pause happens/ stop the world event ) - mark live/reachable objects (Example - objects on thread stack, static objects etc.) and elsewhere in the heap (Example - the young generation).
      * Concurrent marking phase - (No pause phase ) - finds live objects while the application continues to execute.
      * Remark - (Second pause happens/ stop the world events) - It finds objects that were missed during the concurrent marking phase due to the concurrent execution of the application threads.
      * Sweep phase - do the concurrent sweep, memory is freed up.
      * Objects that were not marked in the previous phase are deallocated in place.
      * There is no compaction
      * Unmarked objects are equal to Dead Objects.
      * Reset phase - do the concurrent reset.
* **G1 Garbage Collector (or Garbage First) in java**
  + G1 garbage collector was introduced in Java 7
  + G1 garbage collector was designed to replace CMS collector (Concurrent Mark-Sweep garbage Collector).
  + G1 garbage collector is parallel, G1 garbage collector is concurrent, and G1 garbage collector is incrementally compacting low-pause garbage collector in java.
  + G1 garbage collector has much better layout from the other garbage collectors like serial, throughput and CMS garbage collectors in java.
  + G1(Garbage First) collector compacts sufficiently to completely avoid the use of fine-grained free lists for allocation, and instead relies on regions.
  + G1(Garbage First) collector allows customizations by allowing users to specify pause times.
  + G1 Garbage Collector (or Garbage First) limits GC pause times and maximizes throughput.
  + Vm (JVM) option for enabling G1 Garbage Collector (or Garbage First) in java?
    - -XX:+UseG1GC
    - Example of using G1 Garbage Collector in Command Line for starting jar>
    - java -Xms256m -Xms512m -XX:+UseG1GC -jar d:\MyJar.jar
  + **G1(Garbage First) collector functioning**
    - CMS garbage collectors divides heap into three sections: young generation, old generation, and permanent generation of a fixed memory size.
    - All memory objects end up in one of these three sections.
    - The G1 collector takes a different approach than CMS garbage collector in partitioning java heap memory.
    - The heap is split/partitioned into many fixed sized regions (eden, survivor, old generation regions), but there is not a fixed size for them. This provides greater flexibility in memory usage.
  + When to use G1 garbage collector?
    - G1 must be used when applications that require large heaps with limited GC latency.
    - Example - Application that require
    - heaps around 5-6GB or larger and
    - pause time required below 0.5 seconds
  + **The G1(Garbage First) collector working Step by Step**
    - G1(Garbage First) garbage collector Heap Structure
      * The heap is split/partitioned into many fixed sized regions (eden, survivor, old generation regions), but there is not a fixed size for them. This provides greater flexibility in memory usage.
      * Each region’s size is chosen by JVM at startup.
      * Generally heap is divided into 2000 regions by JVM varying in size from 1 to 32Mb.
    - G1(Garbage First) garbage collector Heap Allocation
      * As mentioned above there are following region in heap Eden, survivor and old generation region. Also, Humongous and unused regions are there in heap.
    - Young Generation in G1 garbage collector
      * Generally heap is divided into 2000 regions by JVM.
      * Minimum size of region can be 1Mb and
      * Maximum size of region can be 32Mb.
      * Regions are not required to be contiguous like CMS garbage collector.
      * Young GC in G1 garbage collector
        + Live objects are copied or moved to survivor regions.
        + If objects aging threshold is met it get promoted to old generation regions.
        + It is STW (stop the world) event. Eden size and survivor size is calculated for the next young GC.
        + The young GC is done parallely using multiple threads.
      * End of a Young GC with G1 garbage collector
        + At this stage Live objects have been evacuated (copied or moved) to survivor regions or old generation regions.
    - Old Generation Collection with G1 garbage collector
      * G1 collector is low pause collector for old generation objects.
      * Initial Mark -
        + It is STW (stop the world) event.
        + With G1, it is piggybacked on a normal young GC. Mark survivor regions (root regions) which may have references to objects in old generation.
      * Root Region Scanning -
        + Scan survivor regions for references into the old generation.
        + This happens while the application continues to run. The phase must be completed before a young GC can occur.
      * Concurrent Marking -
        + Find live objects over the entire heap.
        + This happens while the application is running.
        + This phase can be interrupted by young generation garbage collections.
      * Remark (Stop the World Event) -
        + Completes the marking of live object in the heap.
        + Uses an algorithm called snapshot-at-the-beginning (SATB) which is much faster than algorithm used in the CMS collector.
      * Cleanup (Stop the World Event and Concurrent) -
        + Performs accounting on live objects and completely free regions. (Stop the world)
        + Young generation and old generation are reclaimed at the same time
        + Old generation regions are selected based on their liveness.
        + Scrubs the Remembered Sets. (Stop the world)
        + Reset the empty regions and return them to the free list. (Concurrent)

# JVM (java virtual machine) in detail in java?

* What is JVM (Java virtual machine) in java?
  + JVM is the virtual machine on which java code executes.
  + JVM is responsible for converting byte code into machine specific code.
* JVM (Java Virtual Machine) Architecture?
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* + JVM (Java Virtual Machine) consists of Class Loader Subsystem, Runtime Data Areas and Execution Engine.
  + Class Loader Subsystem
    - Classloader is a subsystem of JVM.
    - Classloader is used to load class files.
    - Classloader verifies the class file using byte code verifier. Class file will only be loaded if it is valid.
  + Runtime Data Areas
    - Method Area
      * Method area is also called class area.
      * Method area stores data for each and every class like fields, constant pool, method’s data and information.
    - Heap
      * Heap is place where all objects are stored in JVM (java virtual machine).
      * Heap even contains arrays because arrays are objects.
    - Java Threads (Java thread Stacks)
      * You must know that each and every thread has its own stack.
      * How stack frames are created when thread calls new method?
        + As we know each and every thread has its own stack. Whenever Thread.start() method is called new stack frame is created and it is pushed on top of that thread's stack.
      * What does thread stack contains?
        + The stack contain
        + All the local variables,
        + All the parameters,
        + All the return address
      * Does stack stores/contains object OR what stack doesn’t contains?
        + Stack never stores object, but it stores object reference.
    - Program counter registers (PC Registers)
      * Program counter registers contains the address of instructions currently being executed and address of next instruction as well.
    - Native internal Threads (Native thread stack )
      * Native internal threads area contains all the informations related to native platform.
      * Example - If we are running JVM (java application) on windows, it will contain all information related to native platform i.e. windows.
      * If we are running JVM (java application) on linux, it will contain all information related to native platform i.e. linux.
  + Execution Engine
    - Execution Engine contains JIT (Just In Time) Compiler and Garbage collector compiler. Execution Engine also contains Interpreter.
    - JIT(Just In Time) compiler
      * JIT compiler compiles bytecodes to machine code at run time and improves the performance of Java applications.
      * JIT Compiler internal working
        + JIT compilation does require processor time and memory usage. When the JVM first starts up, lots of methods are called. Compiling all of these methods might can affect startup time significantly, though program ultimately may achieve good performance.
        + Methods are not compiled when they are called first time. For each and every method JVM maintains a call count, which is incremented every time the method is called. The methods are interpreted by JVM until call count not exceeds JIT compilation threshold (The JIT compilation threshold improves performance and helps the JVM to start quickly. The threshold has been selected carefully by java developers to obtain an optimal performances. Balance between startup times and long term performance is maintained).
        + Therefore, very frequently used methods are compiled as soon as JVM has started, and less used methods are compiled later.
      * How JIT improves performance of Most frequently used methods ?
        + After a method is compiled, its call count is reset to zero and subsequent calls to the method increment it call count. When the call count of a method reaches a JIT recompilation threshold, the JIT compiler compiles method second time, applying more optimizations as compared to optimizations applied in previous compilation. This process is repeated until the maximum optimization level is reached. Most frequently used methods are always optimized to maximize the performance benefits of using the JIT compiler.
        + Example -

Let’s say JIT recompilation threshold = 2

After a method is compiled, its call count is reset to zero and subsequent calls to the method increment it call count. When the call count of a method reaches a 2 (i.e. JIT recompilation threshold), the JIT compiler compiles method second time, applying more optimizations as compared to optimizations applied in previous compilation.

* + - Garbage Collector
      * Garbage Collector Garbage collection is the process by which JVM clears objects (unused objects) from heap to reclaim heap space.
    - Interpreter
      * Interpreter is responsible for reading the bytecode and then executing the instructions.
  + Native method libraries
    - Native method interface is an interface that connects JVM with the native method libraries for executing native methods.
    - Example of Native method libraries>
      * If we are running JVM (java application) on windows, then Native method interface(window method interface) will connect JVM with the window methods libraries(native method libraries) for executing window methods (native methods).
    - You must know about JNI, What is Java Native Interface(JNI)?
      * You may write your application purely in java but there are certain situations where java code might need meet your requirement.
      * Programmers uses the JNI (Java Native Interface) to write the Java native methods when an application cannot be written purely in Java.
* JVM components related to performance
  + Three components Heap, JIT (Just In Time) Compiler and Garbage collector are related to JVM’s performance tuning.
  + Heap and Garbage collector for tuning JVM’s performance >
    - All the objects are stored in heap. Garbage collector manages the heap at JVM initialization.
    - There are many VM (JVM) options for Increasing and decreasing the heap size for managing object for best performance.
    - selecting the different garbage collector depending on your requirement.
  + JIT (Just In Time) Compiler for tuning JVM’s performance >
    - JIT compiler compiles bytecodes to machine code at run time and improves the performance of Java applications.
    - In newer versions of JVM tuning of JIT (Just In Time) Compiler is rarely needed.
* How is java platform independent language?
  + Once source code (i.e. .java file) is compiled on one platform(bytecode is formed). That bytecode can be executed (interpreted) on any other platform running a JVM.
  + Every platform have different JVM implementation.
  + JVM for windows platform is different from JVM for linux platform.

![https://lh6.googleusercontent.com/iBOjgtJePy75D_7lpGcsAup7iEutIfMHwPV9dDmbyWG2dr3T14El-TR9QPzPOjKCLOZHT1V0vpP9ugN9HNPtVZ2pDcVN-2d6UhJylyGDnS0YwZweTluGve6OXP3o-OmrHuJ6anIy](data:image/png;base64,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)

# How to override equals and hashCode in Java?

* [hashCode()](https://docs.oracle.com/javase/7/docs/api/java/lang/Object.html#hashCode%28%29) and [equals()](https://docs.oracle.com/javase/7/docs/api/java/lang/Object.html#equals%28java.lang.Object%29) methods have been defined in **Objectclass** which is parent class for java objects. For this reason, all java objects inherit a default implementation of these methods

## ****Usage of hashCode() and equals()****

* hashCode() method is used to get a **unique integer for given object**. This integer is used for determining the bucket location, when this object needs to be stored in some [HashTable](https://en.wikipedia.org/wiki/Hash_table) like data structure. By default, Object’s hashCode() method returns and integer representation of **memory address** where object is stored.
* equals() method, as name suggest, is used to simply **verify the equality of two objects.** Default implementation simply check the object references of two objects to verify their equality.

## ****Overriding the default behavior****

* Everything works fine until you do not override any of these methods in your classes. But, sometimes application needs to change the default behavior of some objects.
* Lets take an example where your application has Employee object. Lets create a minimal possible structure of Employee class::

|  |
| --- |
| public class Employee  {      private Integer id;      private String firstname;      private String lastName;      private String department;        public Integer getId() {          return id;      }      public void setId(Integer id) {          this.id = id;      }      public String getFirstname() {          return firstname;      }      public void setFirstname(String firstname) {          this.firstname = firstname;      }      public String getLastName() {          return lastName;      }      public void setLastName(String lastName) {          this.lastName = lastName;      }      public String getDepartment() {          return department;      }      public void setDepartment(String department) {          this.department = department;      }  } |

* Above Employee class has some very basic attributes and there accessor methods. Now consider a simple situation where you need to compare two employee objects.

public class EqualsTest {

public static void main(String[] args) {

Employee e1 = new Employee();

Employee e2 = new Employee();

e1.setId(100);

e2.setId(100);

//Prints false in console

System.out.println(e1.equals(e2));

}

}

* No prize for guessing. Above method will print “false“. But, is it really correct after knowing that both objects represent same employee. In a real time application, this must return true.
* To achieve correct behavior, we need to **override equals method** as below:

public boolean equals(Object o) {

if(o == null)

{

return false;

}

if (o == this)

{

return true;

}

if (getClass() != o.getClass())

{

return false;

}

Employee e = (Employee) o;

return (this.getId() == e.getId());

}

* Add this method to your Employee class, and EqualsTest will start returning “true“.
* So are we done? Not yet. Lets test again above modified Employee class in different way.

import java.util.HashSet;

import java.util.Set;

public class EqualsTest

{

public static void main(String[] args)

{

Employee e1 = new Employee();

Employee e2 = new Employee();

e1.setId(100);

e2.setId(100);

//Prints 'true'

System.out.println(e1.equals(e2));

Set<Employee> employees = new HashSet<Employee>();

employees.add(e1);

employees.add(e2);

//Prints two objects

System.out.println(employees);

}

}

* Above class prints two objects in second print statement. If both employee objects have been equal, in a Set which stores only unique objects, there must be only one instance inside HashSet, after all both objects refer to same employee. What is it we are missing??
* We are missing the second important method hashCode(). As java docs say, **if you override equals() method then you must override hashCode() method**. So lets add another method in our Employee class.

@Override

public int hashCode()

{

final int PRIME = 31;

int result = 1;

result = PRIME \* result + getId();

return result;

}

* Once above method is added in Employee class, the second statement start printing only single object in second statement, and thus validating the true equality of e1 and e2.

## Overriding hashCode() and equals() using Apache Commons Lang

* Apache commons provide two excellent utility classes [HashCodeBuilder](https://commons.apache.org/proper/commons-lang/apidocs/org/apache/commons/lang3/builder/HashCodeBuilder.html) and [EqualsBuilder](https://commons.apache.org/proper/commons-lang/apidocs/org/apache/commons/lang3/builder/EqualsBuilder.html) for generating hash code and equals methods. Below is its usage:

import org.apache.commons.lang3.builder.EqualsBuilder;

import org.apache.commons.lang3.builder.HashCodeBuilder;

public class Employee

{

private Integer id;

private String firstname;

private String lastName;

private String department;

public Integer getId() {

return id;

}

public void setId(Integer id) {

this.id = id;

}

public String getFirstname() {

return firstname;

}

public void setFirstname(String firstname) {

this.firstname = firstname;

}

public String getLastName() {

return lastName;

}

public void setLastName(String lastName) {

this.lastName = lastName;

}

public String getDepartment() {

return department;

}

public void setDepartment(String department) {

this.department = department;

}

@Override

public int hashCode()

{

final int PRIME = 31;

return new HashCodeBuilder(getId()%2==0?getId()+1:getId(), PRIME).toHashCode();

}

@Override

public boolean equals(Object o) {

if (o == null)

return false;

if (o == this)

return true;

if (o.getClass() != getClass())

return false;

Employee e = (Employee) o;

return new EqualsBuilder().

append(getId(), e.getId()).

isEquals();

}

}

* *Alternatively*, if you are using any code editor, they also must be capable of generating some good structure for you. For example, **Eclipse IDE** has option under **right click on class >> source > Generate hashCode() and equals() …** will generate a very good implementation for you.

## ****Important things to remember****

1. Always **use same attributes** of an object to generate hashCode() and equals() both. As in our case, we have used employee id.
2. equals() must be *consistent* (if the objects are not modified, then it must keep returning the same value).
3. Whenever **a.equals(b)**, then *a.hashCode()* must be same as *b.hashCode()*.
4. If you override one, then you should override the other.

## ****Special Attention When Using in**** ORM

* If you’re dealing with an ORM, make sure to always use getters, and never field references in hashCode() and equals(). This is for reason, in ORM, occasionally fields are lazy loaded and not available until called their getter methods.
* For example, In our Employee class if we use *e1.id == e2.id*. It is very much possible that id field is lazy loaded. So in this case, one might be zero or null, and thus resulting in incorrect behavior.
* But if uses *e1.getId() == e2.getId()*, we can be sure even if field is lazy loaded; calling getter will populate the field first.

# What is Polymorphism in Java?

## ****What is Polymorphism?****

Polymorphism means ‘**many forms**’. In OOP, polymorphism means a type can point to different object at different time. In other words, the actual object to which a reference type refers, can be determined at runtime.

In Java, polymorphism is based on inheritance and overriding.

## ****How is Polymorphism Implemented in Java?****

In Java, you can implement polymorphism if you have a super class (or a super interface) with two or more sub classes.

Let’s understand by looking at some examples.

Suppose that we have the following interface and classes:

|  |
| --- |
| public interface Animal {      public void move();  }  public class Dog implements Animal {      public void move() {          System.out.print("Running...");      }  }    public class Bird implements Animal {      public void move() {          System.out.print("Flying...");      }  }    public class Fish implements Animal {      public void move() {          System.out.print("Swimming...");      }  } |

As you can see, we have Animal as the super interface, and 3 sub classes: Dog, Bird and Fish.

Because the Dog implements Animal, or Dog is an Animal, we can write:

|  |
| --- |
| Animal animal = new Dog(); |

Because Bird is an Animal, it’s legal to write:

|  |
| --- |
| Animal animal = new Bird(); |

Likewise, it’s perfect to write:

|  |
| --- |
| Animal animal = new Fish(); |

As you can see, we declare a reference variable called animal, which is of type Animal. Then we assign this reference variable to 3 different kinds of object: Dog, Bird and Fish.

You see? A reference type can take different objects (many forms). This is the simplest form of polymorphism, got it?

Now we come to a more interesting example to see the power of polymorphism.

Suppose that we have a trainer who teaches animals. We create the Trainer class as follows:

|  |
| --- |
| public class Trainer {      public void teach(Animal animal) {          animal.move();      }  } |

Notice that the teach() method accepts any kind of Animal. Thus we can pass any objects which are sub types of the Animal type. For example:

|  |
| --- |
| Trainer trainer = new Trainer();    Dog dog = new Dog();    Bird bird = new Bird();    Fish fish = new Fish();    trainer.teach(dog);  trainer.teach(bird);  trainer.teach(fish); |

Outputs:

|  |
| --- |
| Running…  Flying…  Swimming… |

Here, as you can see, the teach() method can accept ‘many forms’ of Animal: Dog, Bird, Fish,… as long as they are sub types of the Animal interface.

In the teach() method, the move() method is invoked on the Animal reference. And depending on the actual object type, the appropriate overriding method is called. Thus we see the outputs:

|  |
| --- |
| Running… (from the Dog object).  Flying… (from the Dog object).  Running… (from the Dog object). |

## ****Why is Polymorphism?****

Polymorphism is a robust feature of OOP. It increases the reusability, flexibility and extensibility of code. Take the above example for instance:

1. **Reusability**: the teach() method can be re-used for different kinds of objects as long as they are sub types of the Animal interface.
2. **Flexibility**: the actual object can be determined at runtime which allows the code run more flexibly.
3. **Extensibility**: when we want to add a new kind of Animal, e.g. Snake, we just pass an object of Snake into the teach() method without any modification.

# What is Encapsulation in Java?

## ****What is Encapsulation?****

It’s quite difficult to understand the concept of encapsulation from a definition. So let’s understand what encapsulation is by looking at some code examples.

Basically, there are two forms of encapsulation in OOP.

First, ***encapsulation is a technique that packages related data and behaviors into a single unit***. Let’s see an example:

|  |
| --- |
| class Person {      String name;      int age;        void talk() {      }        void think() {      }        void work() {      }        void play() {      }  } |

Here, the common characteristics and behaviors of a person are packaged into a single unit: the Person class. This is the process of encapsulation.

The Person class is an encapsulation unit. A Person object exposes its attributes and behaviors to the outside world:

|  |
| --- |
| Person you = new Person();  you.name = "John";  you.work(); |

Here, encapsulation hides implementation details of the Person class from other objects.

Likewise, creating an interface is also the process of encapsulation:

|  |
| --- |
| interface Human {      void eat();      void talk();      void think();  } |

Again, in terms of encapsulation, this interface groups the essential behaviors of human-being in a single unit.

Second, encapsulation is a technique for protecting data from misuse by the outside world, which is referred as ‘***information hiding***’ or ‘***data hiding***’.

In Java, the access modifier private is used to protect data and behaviors from outside. Let’s modify the Person class above to prevent the attributes name and age from being modified by other objects:

|  |
| --- |
| class Person {      private String name;      private int age;  } |

Here, the fields age and name can be only changed within the Person class. If someone attempts to make a change like this:

|  |
| --- |
| Person p = new Person();  p.name = "Tom"; // ERROR! |

The code won’t compile because the field name is marked as private.

But what if we want the other objects to be able to read the name and age? In this case, we provide methods whose name in the form of getXXX() - so called getters in Java. Hence we add two getters to the Person class:

|  |
| --- |
| class Person {      private String name;      private int age;        public String getName() {          return name;      }        public String getAge() {          return age;      }  } |

This is the process of hiding information. The other objects cannot access the data directly. Instead, they have to invoke the getters which are designed to protect the data from misuse or unwanted changes.

What if we want the outside world to be able to modify our data in a safety manner? In this case, we can provide methods in the pattern of setXXX() - the so called setters in Java. For example, creating a setter for the field name:

|  |
| --- |
| public void setName(String name) {      if (name == null || name.equals("")) {          throw new IllegalArgumentException("name cannot be null or empty!");      }        this.name = name;  } |

Here, someone can change the name of a Person object via this setter method, but he cannot set an empty or null name - as the setter will throw an exception if doing so. This protects data from misuse or malicious changes. For example:

|  |
| --- |
| Person p = new Person();    p.setName("");  // ERROR: IllegalArgumentException will be thrown    p.setName("Tom");   // OK, legal |

Likewise, we can implement a setter for the age attribute that allows the caller to set age in a valid range. For example:

|  |
| --- |
| public void setAge(int age) {      if (age < 18 || age > 55) {          throw IllegalArgumentException("Age must be from 18 to 55");      }      this.age = age;  } |

So far you’ve got an understanding about what encapsulation is in OOP and how it is implemented in Java. In short, encapsulation is a technique for hiding implementation details and restricting access for the outside world.

## ****2. Why Is Encapsulation?****

It’s because encapsulation has a number of advantages that increase the reusability, flexibility and maintainability of the code.

* 1. **Flexibility**: It’s more flexible and easy to change the encapsulated code with new requirements. For example, if the requirement for setting the age of a person changes, we can easily update the logic in the setter method setAge().
  2. **Reusability**: Encapsulated code can be reused throughout the application or across multiple applications. For example, the Person class can be reused whenever such type of object is required.
  3. **Maintainability**: Application code is encapsulated in separate units (classes, interfaces, methods, setters, getters, etc) so it’s easy to change or update a part of the application without affecting other parts, which reduces the time of maintenance.

## ****3. How Is Encapsulation Done in Java?****

As you can see in the above examples, encapsulation is implemented in Java using interfaces, classes, access modifiers, setters and getters.

A class or an interface encapsulates essential features of an object.

Access modifiers (private, public, protected) restrict access to data at different levels.

Setters and getters prevent data from misuse or unwanted changes from other objects.

That’s all for encapsulation topic today. Right now, take a pencil and a paper to take note what you have learned.

## ****4. Encapsulation vs. Abstraction****

So far you got a proper understanding about [abstraction](http://www.codejava.net/java-core/the-java-language/what-is-abstraction-in-java-the-why-and-the-truth) and encapsulation in Object-Oriented Programming with Java. To summary:

* Abstraction is the process of modeling real things in the real word into programming language. In Java, the process of abstraction is done using interfaces, classes, abstract classes, fields, methods and variables. Everything is an abstraction.
* Encapsulation is the process of hiding information details and protecting data and behavior of an object from misuse by other objects. In Java, encapsulation is done using access modifiers (public, protected, private) with classes, interfaces, setters, getters.

So, what are the commons and differences between abstraction and encapsulation?

Many programmers have been wondering about this.

If you are wondering about this too, here’s my answer:

Hey, there are NO commons and differences between abstraction and encapsulation. Why? It’s because they are not comparable.

They are about different things, so we cannot compare them.

As I told you in the article [What is Abstraction in Java](http://www.codejava.net/java-core/the-java-language/what-is-abstraction-in-java-the-why-and-the-truth) , abstraction is the fundamental concept on which other things rely on such as encapsulation, inheritance and polymorphism. In other words, if there is no abstraction, encapsulation would not exist.

Encapsulation is done based on abstraction. Imagine you are building a house. The house is made by bricks. Abstraction is the bricks and encapsulation is the house. Got it?

# Difference between Loose Coupling and Tight Coupling in Java?

First to understand what is Loose coupling and Tight coupling and also to know the advantage of loose coupling.

In short Loose coupling means reducing dependencies of a class that use different class directly. Tight coupling means classes and objects are dependent on one another. In general tight coupling is usually not good because it reduces flexibility and re-usability of code and it makes changes much more difficult and not easy to test.

## ****Tight Coupling****

Tightly coupled object is an object that needs to know quite a bit about other objects and are usually highly dependent on each other's interfaces. Changing one object in a tightly coupled application often requires changes to a number of other objects. In a small application we can easily identify the changes and there is less chance to miss anything. But in large applications these inter-dependencies are not always known by every programmer and there is chance of overlooking changes.

See below code is for tight coupling.

public class Journey {

Car car = new Car();

public void startJourney() {

car.travel();

}

}

public class Car {

public void travel () {

System.out.println("Travel by Car");

}

}

In the above code the Journey class is dependents on Car class to provide service to the end user(main class to call this Journey class).

In the above case Journey class is tightly coupled with Car class it means if any change in the Car class requires Journey class to change. For example if Car class travel() method change to journey() method then you have to change the startJourney() method will call journey() method instead of calling travel() method.

See below code,

public class Journey {

Car car = new Car();

public void startJourney() {

car.journey();

}

}

public class Car {

public void journey () {

System.out.println("Travel by Car");

}

}

The best example of tight coupling is RMI(Remote Method Invocation)(Now a days every where using web services and SOAP instead of using RMI, it has some disadvantages).

## ****Loose Coupling****

Loose coupling is a design goal that seeks to reduce the inter-dependencies between components of a system with the goal of reducing the risk that changes in one component will require changes in any other component. Loose coupling is much more generic concept intended to increase the flexibility of system, make it more maintainable and makes the entire framework more stable.

Below code is an example of loose coupling.

public interface Vehicle {

void start();

}

public class Car implements Vehicle {

@Override

public void start() {

System.out.println("Travel by Car");

}

}

public class Bike implements Vehicle {

@Override

public void start() {

System.out.println("Travel by Bike");

}

}

// create main class Journey

public class Journey {

public static void main(String[] args) {

Vehicle v = new Car();

v.start();

}

}

In the above example, Journey and Car objects are loosely coupled. It means Vehicle is an interface and we can inject any of the implemented classes at run time and we can provide service to the end user.

The examples of Loose coupling are Interface, JMS, Spring IOC(Dependency Injection, it can reduce the tight coupling).

## ****Advantages of Loose coupling****

A loosely coupled will help you when your application need to change or grow. If you design with loosely coupled architecture, only a few parts of the application should be affected when requirements change. With too a tight coupled architecture, many parts will need to change and it will be difficult to identify exactly which parts will be affected. In short,

1) It improves the testability.

2) It helps you follow the GOF principle of program to interfaces, not implementations.

3) The benefit is that it's much easier to swap other pieces of code/modules/objects/components when the pieces are not dependent on one another.

4) It's highly changeable. One module doesn't break other modules in unpredictable ways.